**Practical 5**

**Name:**Shantanu Sethi

**Roll No.** 163

**Aim: Evaluation of postfix expression and balancing of parenthesis**

To implement applications of stack:

1. Evaluation of postfix expressions

2. Balancing of parenthesis

**Objectives:**

1. Learn how to apply stack logic to evaluate postfix expression and checking parenthesis are balanced in given expression

**Theory:** Stack using Array Implementation

**1. Postfix Expressions Evaluation**

The expression of the form “a b operator” (ab+) i.e., when a pair of operands is followed by an operator. Iterate the expression from left to right and keep on storing the operands into a stack. Once an operator is received, pop the two topmost elements and evaluate them and push the result in the stack again.

1. Create an empty stack that will contain operands.

2. Take one by one token from the left to right.

1. If a token is an operand, push it onto the stack.

1. If token is an operator op

2. Pop the top item from the stack as operand2.

3. Pop again the top item from the stack as operand1.

4. Perform operation operand1 op operand2.

5. Push the result back to stack.

3. When all tokens in input expression are processed stack should contain a single item, which is

the value of expression

**2. Balancing Parenthesis**

The idea is to put all the opening brackets in the stack. Whenever you hit a closing bracket, search if the top of the stack is the opening bracket of the same nature. If this holds then pop the stack and continue the iteration. In the end if the stack is empty, it means all brackets are balanced or well-formed. Otherwise, they are not balanced.

1. Declare a character stack S.

2. Now traverse the expression string exp.

1. If the current character is a starting bracket (‘(‘ or ‘{‘ or ‘[‘) then push it to stack.

2. If the current character is a closing bracket (‘)’ or ‘}’ or ‘]’) then pop from stack and if

the popped character is the matching starting bracket then fine else brackets are not

balanced.

3. After complete traversal, if there is some starting bracket left in the stack then “not balanced”.

**Program:**

package Stack1;

import java.util.Stack;

public class Postfix {

public static void main(String[] args) {

System.out.println("184-ABHINAV SINGH");

String expression = "5 3 + 4 \*"; // Example: (5 + 3) \* 4

Stack<Integer> stack = new Stack<>();

// Split the expression into tokens based on space

String[] tokens = expression.split(" ");

// Iterate through each token

for (String token : tokens) {

// Check if the token is an operand

if (token.matches("-?\\d+")) {

// Push the operand onto the stack

stack.push(Integer.parseInt(token));

} else {

// The token is an operator

int operand2 = stack.pop(); // Pop the topmost item

int operand1 = stack.pop(); // Pop the next item

// Perform the operation based on the operator

int result = 0;

switch (token) {

case "+":

result = operand1 + operand2;

break;

case "-":

result = operand1 - operand2;

break;

case "\*":

result = operand1 \* operand2;

break;

case "/":

if (operand2 == 0) {

System.out.println("Error: Division by zero.");

return;

}

result = operand1 / operand2;

break;

default:

System.out.println("Error: Unknown operator " + token);

return;

}

// Push the result back onto the stack

stack.push(result);

}

}

// The final result will be the only item left in the stack

int finalResult = stack.pop();

System.out.println("The result of the postfix expression is: " + finalResult);

// TODO Auto-generated method stub

}

}

**OUTPUT:-**
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**Program:**

**2. Balancing Parenthesis**

package Stack1;

import java.util.Stack;

public class Balancing {

public static void main(String[] args) {

// TODO Auto-generated method stub

System.out.println("184-ABHINAV SINGH");

String expression = "{[()]}"; // Example expression

Stack<Character> stack = new Stack<>();

// Flag to indicate if the expression is balanced

boolean isBalanced = true;

// Traverse the expression

for (char ch : expression.toCharArray()) {

// If the character is a starting bracket, push it onto the stack

if (ch == '(' || ch == '{' || ch == '[') {

stack.push(ch);

}

// If the character is a closing bracket

else if (ch == ')' || ch == '}' || ch == ']') {

// Check if the stack is empty

if (stack.isEmpty()) {

isBalanced = false; // Unmatched closing bracket

break;

}

// Pop the top item from the stack

char top = stack.pop();

// Check if it matches the corresponding opening bracket

if ((ch == ')' && top != '(') ||

(ch == '}' && top != '{') ||

(ch == ']' && top != '[')) {

isBalanced = false; // Mismatched brackets

break;

}

}

}

// After complete traversal, check if the stack is empty

if (isBalanced && stack.isEmpty()) {

System.out.println("The expression is balanced.");

} else {

System.out.println("The expression is not balanced.");

}

}

}

**OUTPUT:-**

**![](data:image/png;base64,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)**

**Conclusion:** Applied stack logic to evaluate postfix expression and checking parenthesis are balanced in given expression.